# Python OOP Exam - Food Orders App

*You are given a task to create a basic class application.*

You will be provided with a **skeleton** that includes all the folders and files you will need.

***Note: You are not allowed to change the folder and file structure and change their names!***

![](data:image/png;base64,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)

# Judge Upload

For the **first 2 problems**, create a **zip** file with the **project** **folder** and **upload it** to the judge system.

For the **last problem**, create a **zip** file with the **test folder** and **upload it** to the judge system.

You do not need to include **in the zip file** your **venv**, **.idea**, **pycache**, and **\_\_MACOSX** (for Mac users), so you do not exceed **the maximum allowed size** of **16.00 KB**.

# Structure (Problem 1) and Functionality (Problem 2)

Our first task is to implement the **structure and functionality** of the classes (properties, methods, inheritance, etc.)

You are **free to add additional attributes** (instance attributes, class attributes, methods, dunder methods, etc.) to simplify your code and increase readability as long as it does not change the project's result according to the requirements and the program works properly.

### Class Client

In the **client.py** file, the class **Client** should be implemented.

### Structure

The class should have the following attributes:

* **phone\_number:** str
  + A string that represents the phone number of the client
  + It must **start with "0" (zero)**, must be **10 characters long**, and must **contain only numbers**.   
    Otherwise, raise a ValueError with the message **"Invalid phone number!"**
* **shopping\_cart: list**
* An **empty** list that will contain **all meals** (objects) **added by the client**
* **bill: float**
* It represents the total amount of money for all meals that the client has added to his shopping cart
* It should be set to **0.0 initially**

### Methods

#### \_\_init\_\_(phone\_number: str)

In the **\_\_init\_\_** method all the needed attributes must be set.

### Class Meal

In the **meal.py** file, the class **Meal** should be implemented. It is a **base class** for any **type of meal,** and it **should not be able to be instantiated**.

### Structure

The class should have the following attributes:

* **name: str**
* A string that represents the name of the meal
* If the name **is an empty string,** raise a **ValueError** with the message **"Name cannot be an empty string!"**
* **price: float**
* A float number that represents the price **per** **one piece** of a meal
* If the price **is less than or equal to 0.0**, raise a **ValueError** with the message **"Invalid price!"**
* **quantity: int**
* An integer that represents the quantity available (to be ordered) for that meal

### Methods

#### \_\_init\_\_(name: str, price: float, quantity: int)

In the **\_\_init\_\_** method all the needed attributes must be set.

#### details()

It returns a string with **information** about the **meal**.

### Class Starter

In the **starter.py** file, the class **Starter** should be implemented. It is a **type of meal**.

If **no quantity** is given, it should be set to **60**.

### Methods

#### \_\_init\_\_(name: str, price: float, quantity: int)

In the **\_\_init\_\_** method all the needed attributes must be set.

#### details()

It should return a string **on one line** in the format shown below. The **price** should be formatted to the **second decimal place**:

**"Starter {name}: {price}lv/piece"**

### Class MainDish

In the **main\_dish.py** file, the class **MainDish** should be implemented. It is a **type of meal**.

If **no quantity** is given, it should be set to **50**.

### Methods

#### \_\_init\_\_(name: str, price: float, quantity: int)

In the **\_\_init\_\_** method all the needed attributes must be set.

#### details()

It should return a string **on one line** in the format shown below. The **price** should be formatted to the **second decimal place**:

**"Main Dish {name}: {price}lv/piece"**

### 5. Class Dessert

In the **dessert.py** file, the class **Dessert** should be implemented. It is a **type of meal**.

If **no quantity** is given, it should be set to **30**.

### Methods

#### \_\_init\_\_(name: str, price: float, quantity: int)

In the **\_\_init\_\_** method all the needed attributes must be set.

#### details()

It should return a string **on one line** in the format shown below. The **price** should be formatted to the **second decimal place**:

**"Dessert {name}: {price}lv/piece"**

### 6. Class FoodOrdersApp

In the **food\_orders\_app.py** file, the class **FoodOrdersApp** should be implemented. It will contain **all the functionality** of the project.

### Structure

The class should have the following attributes:

* **menu: list**
  + An **empty** list that will contain **all the meals** (objects)
* **clients\_list: list**
  + An **empty** list that will contain **all the clients** (objects)

### Methods

#### \_\_init\_\_()

In the **\_\_init\_\_** method all the needed attributes must be set.

#### register\_client(client\_phone\_number: str)

* **Creates a client (object) and adds it to the client list and returns the message "Client {phone\_number} registered successfully."**
* If a client with the **same phone number** is already **registered**, raise an **Exception** with the message **"The client has already been registered!"**

#### add\_meals\_to\_menu(\*meals: Meal)

* This method **adds all the meals** (objects) given **to the menu list**.
* If one or more of the provided objects are **NOT** **meals** (not a **"Starter"**, a **"MainDish"**, or a **"Dessert"**) **ignore them** and **keep adding only the meals**.
* Note: you will always be given meals with different names.

#### show\_menu()

* It should return the **details() for** **each meal** on the menu on **separate lines**
* If there are **less than 5 meals on the menu**, raise an **Exception** with the message **"The menu is not ready!"**

#### add\_meals\_to\_shopping\_cart(client\_phone\_number: str, \*\*meal\_names\_and\_quantities)

***The client attempts to order food.*** *All clients can add* ***any meal that is******on the menu******if there is enough quantity****. You will be given a dictionary with the meal names as keys and the quantity the client wants for each meal as values.*

* Adds the meals (objects) to the **client's shopping cart**.It also **increases the client's bill** with the price for the concrete meal by the quantity added and **decreases the meal quantity on the menu**. Returns the message **"Client {client\_phone\_number} successfully ordered {meal\_names} for {client\_bill}lv."**
  + **The meal names refer to all meal names on the client's shopping cart. They should be separated by a comma and a space ", ".**
  + **The bill is the total amount of money** for all meals on the **client's shopping cart**. It **should be formatted to the second decimal point.**
* **First, the client can only add meals to his/ her cart when the menu is ready. If there are less than 5 meals on the menu,** raise an **Exception** with the message "**The menu is not ready!"**
* If the client with the provided phone number is **not registered in the app**,he/she should be **registered automatically** with the provided phone number, then he/she can **continue with the order**.
* If a **meal** with the given name is **not on the menu**,raise an **Exception** with the message: **"{meal\_name} is not on the menu!"**
  + **If the exception is raised, the client could NOT make the order at all (none of the meals should be added to the client's shopping cart, and the bill should not be increased).**
* **If there isn't enough quantity of a meal to be added to the cart, you must raise an Exception with the following message: "Not enough quantity of {meal\_type}: {meal\_name}!"**
  + **The meal types are "Starter", "MainDish" and "Dessert"**
  + **If the exception is raised, the client could NOT make the order at all (none of the meals should be added to the client's shopping cart, and the bill should not be increased).**

#### cancel\_order(client\_phone\_number: str)

*You will always be given an existing client phone number.*

* The client decides to cancel his/ her order. This method **removes** **all the meals** that the client has added to his/her shopping cart and **resets the bill to 0** and returns the message: "Client {phone\_number} successfully canceled his order.". Keep in mind that you should update the quantity of the meals on the menu list after the cancellation.
* If there are no meals on the client's shopping cart, raise an Exception with the message "There are no ordered meals!"

#### finish\_order(client\_phone\_number: str)

*You will always be given an existing client phone number.*

* The client **pays the bill** and **receives the ordered meals**. This method **removes** **all the meals** that the client has added to his/ her cart and **resets the bill to 0**. Then, it returns the following message: "**Receipt #{receipt\_id} with total amount of {total\_paid\_money} was successfully paid for {client\_phone\_number}.**"
  + The receipt\_id is automatically generated each time a bill is paid (regardless of the client). It starts from 1 and increases by 1 with each new paid bill.
  + The total paid money should be formatted to the second decimal place.
* If there are no meals on the client's shopping cart, raise an Exception with the message "There are no ordered meals!"

#### \_\_str\_\_()

#### This method should return a string with the following information:

"**Food Orders App has {number\_of\_listed\_meals} meals on the menu and {number\_of\_clients} clients.**"

* **Note:** The number of listed meals is the **number of added-to-the-menu meals** (objects), **NOT** their total quantity.

## Examples

|  |
| --- |
| **Input** |
| from project.food\_orders\_app import FoodOrdersApp  from project.meals.starter import Starter  from project.meals.dessert import Dessert  from project.meals.main\_dish import MainDish  food\_orders\_app = FoodOrdersApp()  print(food\_orders\_app.register\_client("0899999999"))  french\_toast = Starter("French toast", 6.50, 5)  hummus\_and\_avocado\_sandwich = Starter("Hummus and Avocado Sandwich", 7.90)  tortilla\_with\_beef\_and\_pork = MainDish("Tortilla with Beef and Pork", 12.50, 12)  risotto\_with\_wild\_mushrooms = MainDish("Risotto with Wild Mushrooms", 15)  chocolate\_cake\_with\_mascarpone = Dessert("Chocolate Cake with Mascarpone", 4.60, 17)  chocolate\_and\_violets = Dessert("Chocolate and Violets", 5.20)  print(food\_orders\_app.add\_meals\_to\_menu(  french\_toast, hummus\_and\_avocado\_sandwich,  tortilla\_with\_beef\_and\_pork,  risotto\_with\_wild\_mushrooms,  chocolate\_cake\_with\_mascarpone,  chocolate\_and\_violets))  print(food\_orders\_app.show\_menu())  food = {"Hummus and Avocado Sandwich": 5,  "Risotto with Wild Mushrooms": 1,  "Chocolate and Violets": 4}  print(food\_orders\_app.add\_meals\_to\_shopping\_cart('0899999999', \*\*food))  additional\_food = {"Risotto with Wild Mushrooms": 2,  "Tortilla with Beef and Pork": 2}  print(food\_orders\_app.add\_meals\_to\_shopping\_cart('0899999999', \*\*additional\_food))  print(food\_orders\_app.finish\_order("0899999999"))  print(food\_orders\_app) |
| **Output** |
| Client 0899999999 registered successfully.  None  Starter French toast: 6.50lv/piece  Starter Hummus and Avocado Sandwich: 7.90lv/piece  Main Dish Tortilla with Beef and Pork: 12.50lv/piece  Main Dish Risotto with Wild Mushrooms: 15.00lv/piece  Dessert Chocolate Cake with Mascarpone: 4.60lv/piece  Dessert Chocolate and Violets: 5.20lv/piece  Client 0899999999 successfully ordered Hummus and Avocado Sandwich, Risotto with Wild Mushrooms, Chocolate and Violets for 75.30lv.  Client 0899999999 successfully ordered Hummus and Avocado Sandwich, Risotto with Wild Mushrooms, Chocolate and Violets, Risotto with Wild Mushrooms, Tortilla with Beef and Pork for 130.30lv.  Receipt #1 with total amount of 130.30 was successfully paid for 0899999999.  Food Orders App has 6 meals on the menu and 1 clients. |

# Task 3: Unit Tests

You will **be provided with another skeleton** for this problem. **Open** the **new skeleton** as a **new project** and write tests for the **ShoppingCart** class. The class will have some methods, fields, and one constructor, all of them working properly. You are **NOT ALLOWED** to change any class. Cover the whole class with unit tests to make sure that the class is working as intended. Submit **only the test** folder.